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Abstract— Embedded Systems require combination of Software Electrical and Mechanical Engineering. This leads to increased
complexity of Embedded Systems with shorter production cycle. These evolutions pose new challenges to traditional embedded
system testing approaches, because besides time constraints, embedded system products are expected to meet quality constraints
prior to their deployment in field. The Cost and Time of Testing Embedded Systems consumes a considerable portion of entire
development cycle. With Increased Complexity of Embedded Software it becomes imperative that our Functional Testing is
effective at detecting issues in the system. With the above requirements we propose to use Model Based Testing (MBT) for the
functional testing of Embedded Systems during the manufacturing process in the production line. The comprehensive and
systematic approach of MBT facilitates automated testing with reduced test time and cost along with improved quality of the

product.
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I. INTRODUCTION

Embedded Systems design and development is governed by
time to market and productivity constraints. This forces
researchers to improve the overall embedded system
development cycle including design, development and
Testing. Embedded systems have integrated hardware and
software components used in time critical and life critical
applications where failure results in high financial loss or
even in injury or death. As a consequence, it is important to
ensure the correctness of these systems with systematic and
comprehensive testing techniques.

Model-based testing (MBT) is defined as an approach
whereby test sequences are generated automatically from
models of the system under test, using different kinds of
computing algorithms to optimize that process. Hence
model-based Automated Test Generation (ATG) is the key
feature of MBT. MBT is used in different flavours by
several tools and projects. A more detailed list of
applications of that approach using various notations is
presented by Utting et al in their Taxonomy of Model-
Based Testing [2].

UML and UTP introduced by the Object Management
Group (OMQG) [1] are the foundations for the Model Based
Development (MBD) and Model Based Testing (MBT) of
embedded systems respectively. MBD and MBT methods
provide automation in the overall Embedded System
development cycle. Adapting automation is expected to
improve time to market, reduce cost and improve quality
constrains of Embedded System.

The challenge in Functional Testing of Embedded Systems
is the effort involved in developing and evaluating a test
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suite that systematically tests the system and reveals faults
effectively. To deal with increased complexity and meet the
high quality expectations of embedded systems it becomes
necessary to test the functionality of embedded system in
production line. In this paper, we present a functional test
methodology for embedded systems in production line that
helps reduce test time and improve quality of the system
being delivered. The paper is structured as follows: In
section 2 provides Background of Model Based Testing. In
section 3 related works are described. In section 4 our
approach is presented with the help of example, followed by
conclusion in section 5.

II. BACKGROUND:MODEL BASED TESTING

Software Testing consumes 30 to 60 percent of the total
development time [2]. Model Based Testing enhances the
level of automation by automatic execution of test cases
along with automatic generation of test cases. This
provides repeatable testing process confirming coverage
of all behaviours of the system and allowing tests to be
linked to system requirements.

The general process of MBT begins with modelling the
System under Test (SUT) and then the MBT tool
generates the abstract test cases from that model based
on the test strategy selected. These tests can be executed
manually by the tester as the abstract test cases are
similar to high level sequences that would be designed
manually in action word testing or keyword testing [5].
These tests cases are easily understood by humans are
complete to be used by manual tester for execution on
SUT. On the other hand automatic executable tests [6]
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can be generated from the abstract test cases. Finally the
generated test suit is executed to generate the test
results. The SUT is then evaluated based on these test
results. The MBT process is divided in following steps:

A. Model the SUT

The Test model of SUT represents its expected behaviour.
Standard modelling languages like UML are used to
formalize the control points and observations points of the
system. Embedded Systems inherently exhibit state driven
behaviour so UML state charts which are extensions of
Finite State Machines (FSM) can be used. Various tools like
Spec Explorer, AGEDIS, Qtronic, Test Optimal, etc. [3] are
available for state chart modelling of UML systems.

B. Select Test Generation Criteria

There are infinite number of test cases that could be
generated for the test model of SUT, so we need to choose
some test generation criteria that would help generation test
cases for increased coverage of SUT. Various testing
strategies like equivalence partitioning, cause-effect testing,
pair-wise testing, Boundary Value Analysis, etc. [4] can be
used for test selection criteria from the model. For
embedded systems we select covering all the transitions in
state machine as our test generation criteria.

C. Test Case Generation

This is a fully automated process which generates abstract
test cases that are typically sequence of high level SUT
actions with input and its expected output for each action.
These tests can be executed manually by the tester as the
abstract test cases are similar to high level sequences that
would be designed manually in action word testing [5].
These tests cases are easily understood by humans are
complete to be used by manual tester for execution on SUT.
On the other hand automatic executable tests [6, 7] can be
generated from the abstract test cases. Various tools such as
IBM rational, HP quick Test, Test Optimal etc. [4] are
available in market for generation of test cases or test suits
from abstract models.

D. Execute the Tests

The generated test cases and test suits are executed either
manually or automatically on SUT. Constraints defined
during the model creation on the state machines like guard,
pre/post conditions of triggers, etc. [8, 9] should be
evaluated during the execution of the test cases. Many
studies show that this is an effective way of detecting
failures [10, 11].
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E. Result Analysis

The final step in MBT is to analyse the results and take
corrective actions. The test case execution results in some
tests pass and some fail. Analysis is similar to traditional
test analysis process where the failing results indicate some
deviation from the expected behaviour of the SUT. The test
may fail due to fault in SUT or it may fail due to error in
model or requirements. Thus after result analysis we may
have to refine our model based on the fail results due to the
model error. MBT is good for finding SUT errors but it also
exposes requirement errors [2].

III. RELATED WORK

As Embedded Systems encompass every aspect of our
lives the complexity of the embedded systems increases
and with it increases the number of embedded systems
produced on daily basis. The increased complexity and
production quantity of Embedded Systems call for new
software development and test methodology. The MDD
technique is being widely adopted for developing
embedded systems as it offers several advantages over
the traditional ways of development and Testing. Studies
conducted in [12, 13] use general-purpose UML for
modeling embedded software. From Various studies we
see that UML finds widespread applicability for modeling
embedded software systems [14]. The same is also evident
from the various commercial tools available for model
based design of Embedded Systems.

For systems being designed using MDD and MDA, a
model based testing approach is suggested as it is
associated with the MDD paradigm favouring models
over code [15]. Model based testing is typically used for
generating test cases from behavioural models of system.
There has been a drastic increase in the number of model
based testing techniques and tools available both
commercial and academic in recent years. Although these
techniques have a common goal, they differ in terms of
modeling languages (e.g. UML), automatic test
generation, testing targets and tool support. A survey of
15 different studies on model based testing techniques is
provided in [15].

A majority of the model based testing techniques in [15]
focus on tools and techniques for automatically
generating test cases from models in the context of UML
diagrams and the UML Testing Profile (UTP) [6, 7, and
15]. Studies conducted in [15] show the advantages of
using model based testing approaches.

From the above discussions, it may be seen that there is a
numerous work carried out for wutilizing MDD for
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embedded systems development and testing. In our
previous work we had proposed a comprehensive testing
technique for embedded system PCBA wherein we had
proposed the various testing techniques for functional
testing using USB, UART or Ethernet port. The above
methods work well but require additional code for
implementing the functional test. This may not be feasible
with memory constraint embedded system. The work
presented here is an extension of the functional testing of
Embedded Systems in production line which is applicable
to the systems developed using MDD and MDA
architecture.

IV. PROPOSED METHODOLOGY

The architecture of functional test method for embedded
system in production line is shown in figure 1.

The system under test (SUT) is connected adaptor or test
execution tool that manages the interactions with the
SUT. The adaptor records the input sequence to the SUT
and the results generated by SUT. The Adaptor is
connected to the host PC that runs the test case or test
suits and stores the result of the testing performed. The
Host PC send the test to be executed to the adaptor and
gets the result of execution from the adaptor. If online
MBT process is used the tests will be executed by the
modelling tool that would be running on host PC. So the
MBT tool itself will manage the test execution and store
the results. With offline MBT we have generated the test
suits in the form of test scripts in some existing language
that are already in use for testing purpose. These test
scripts are then running on the host PC and the results of
execution of the The results stored in the host PC are
analysed for correctness by comparing it with the
predefined expected output from the SUT. As the Model is
already stabilized during the development process of
embedded system the failures occurring are completely of
the SUT. Thus the models developed during the
development process can be effectively utilized for
functional testing of embedded system in the production
line. We next demonstrate the functional testing of
embedded system using the Test Optimal tool.
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Adaptor / Test Execution Tool

System Under Test
(SUT)

Figure 1: Test Architecture

For the SUT we take a simple example of porch light the
behaviour of which can be stated as follows:

e There is a switch for porch light with three
states: ON, OFF and Auto.

e When switch = ON the porch light is turned ON.

e  When switch = OFF the porch light is turned
OFF.

e  When switch = Auto the porch light shall turn
ON or OFF based on the ambient light which is
read by light sensor in the range of 0% to 100%.

e At start up in auto mode the porch light shall
turn ON/OFF if ambient light is below/above
40%.

e In Auto mode the porch light shall turn ON if
ambient light falls below 40%.

e In Auto Mode the porch light will turn OFF if
ambient light is more than 60%.

The top level model for the porch light is shown in figure 2
and the test optimal model is shown in figure 3.
The Test Optimal model requires a start state and an end

state. The same is depicted in the model. From the Init
state we have three outgoing transitions depicting the
three states of switch: ON, OFF and Auto. The Auto state
has single outgoing transition to the check brightness
that measures the ambient light and accordingly switches
to ON or OFF state. In Auto mode we continuously need
to monitor the ambient light so both ON and OFF state
return to Auto state for the brightness measurement. The
state is only changed if required conditions are met. The
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input switch can toggle at any time asynchronously so
from all the three states ON, OFF and Auto we have a
transition back to Init state and finally we have
transitions to End state from ON and OFF state as
required by Test Optimal tool.

—1 Switch

Porch Light p———————

- Sensor

Porch Light Controller

Figure 2: Top Level Model of Porch Light Controller

Test Optimal supports various test generation criteria we
select random walk greedy algorithm with 100% coverage
to test case generation. The other options are shown in
figure 4.

parcert

Maodel Of Porch Light Controller

Figure 3: Test Optimal Model

The random walk greedy approach ensures coverage of all
the transitions in the model. It prefers un-traversed
transitions over already traversed transitions, as the
result it can achieve better coverage of the model more
quickly.

The execution coverage of the model with the selected test
case generation and specified coverage criteria can be
seen from the coverage graph. The Coverage graph of
porch light controller is shown in Figure 5.
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Test Generation Criteria selection

Figure 4: Test Generation Option

The coverage graph is very helpful when due to time
limitations in the production line we would like to test
only critical paths of our model that affect the SUT in
such a manner that it can cause system failure. So
coverage graph helps us visualize the transitions being
tested when we set certain priority for state traversal test
using MScript in test optimal. Using MScript we can set
guard conditions, certain specific actions for data path or
control path coverage.

Model Execution Coverage Graph
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Figure 5: Coverage Graph

The test optimal tool also provides the Test sequence
diagram that gives the test sequence in the form of
transition diagram depicting all the states in the model
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and how the tests proceed from one state to another. The
same information can be obtained in tabular form.

The Test sequence diagram for the porch light controller
is shown in Figure 6. As can be seen from the test
sequence diagram the tool has automatically generated
three test coverage paths from Init state to End state and
each time the test sequence traverses through different
path in order to cover all the states and paths in the
model.

Test Sequence Diagram
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Figure 6: Test Sequence Diagram

These state transitions represent test cases for the model.
These can be further fine-tuned as per the requirements
by using the MScript. Test Optimal has inbuilt support for
web based testing. We can also have the test cases
generated for offline testing by using the traditional
scripts that run on the host PC and collect the results from
the SUT in response to each test case executed. These
scripts further validate the results against the expected
output from the SUT.

Thus MBT leads to automatic generation of test cases
that can be optimised as per the requirement of critical
path, cost and time constraint in the production line. This
results in efficient and effective functional test strategy
for Embedded System.
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V. CONCLUSION

Embedded systems are covering more and more aspects of
our daily life thus increasing in complexity and finding
application in safety critical applications. This increases the
number of Embedded Systems produced on daily basis and
also it is necessary to functionally test the embedded
systems for quality and safety. Along with this cost
constraint of embedded system due to its inherent
commercial applications restrict the test time allocation for
the embedded systems.

In this paper we have proposed a functional test
methodology of embedded system using model based
testing in the production line. This test strategy is best
suited for systems developed using MBD as the model for
the system would then be readily available. Modelling of
the system requires to put in additional efforts towards the
architecture of the system to understand its complete
behaviour. This process is helpful in finding specification
errors, omissions and conflicts. When designing the system
model, the tester should not consider test cases — the tester
should, only consider of the system behaviour.

The MBT tools provides various test execution
environments through a customizable interface and gives
end to end automation from test design to test execution and
management. MBT introduces formal modelling and
enhances the test development processes. Competency
building within the conventional tester is necessary and the
tester should be trained for modelling and programming
skill demands of MBT tools.

The functional testing of Embedded Systems using MBT
provides the benefit of High productivity maintaining Good
Quality with lower costs. For the Embedded Systems
already developed using the MBD process applying the
MBT in the production line is easily feasible increasing the
test coverage and testing the system in real time.
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